**扫描某个包下所有的类，输出所有使用了特定注解的类的注解值**
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* 标签：
* [注解](http://so.csdn.net/so/search/s.do?q=%E6%B3%A8%E8%A7%A3&t=blog)
* 1343

最近学习了注解的使用，今天做一个小结，有需要改进的地方欢迎指正。

代码功能：扫描某个包下所有的类，输出所有使用了特定注解的类的注解值：

工程代码结构：

![http://img.blog.csdn.net/20170418183039594?watermark/2/text/aHR0cDovL2Jsb2cuY3Nkbi5uZXQvdTAxMzg3MTQzOQ==/font/5a6L5L2T/fontsize/400/fill/I0JBQkFCMA==/dissolve/70/gravity/Center](data:image/png;base64,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)

1、注解：PeopleAnnotion

**[java]** [view plain](http://blog.csdn.net/u013871439/article/details/70231288) [copy](http://blog.csdn.net/u013871439/article/details/70231288)

1. **package** annotation;
3. **import** java.lang.annotation.Documented;
4. **import** java.lang.annotation.ElementType;
5. **import** java.lang.annotation.Retention;
6. **import** java.lang.annotation.RetentionPolicy;
7. **import** java.lang.annotation.Target;
9. @Target(ElementType.METHOD)
10. @Retention(RetentionPolicy.RUNTIME)
11. @Documented
12. **public** **@interface** PeopleAnnotion {
14. **public** String say();
16. }

定义注解使用在方法之上，

2、被注解的类：IPeople、BlackPeople、WhitePeople、YellowPeople

**[java]** [view plain](http://blog.csdn.net/u013871439/article/details/70231288) [copy](http://blog.csdn.net/u013871439/article/details/70231288)

1. **package** entity;
3. **import** annotation.PeopleAnnotion;
5. **public** **abstract** **class** IPeople {
6. @PeopleAnnotion(say="NoColor")
7. **public** **abstract** **void** say();
9. **public** **void** walk(){
10. System.out.println("I can Walk");
11. }
13. }

**[java]** [view plain](http://blog.csdn.net/u013871439/article/details/70231288) [copy](http://blog.csdn.net/u013871439/article/details/70231288)

1. **package** entity;
3. **import** annotation.PeopleAnnotion;
5. **public** **class** WhitePeople **extends** IPeople {
7. @Override
8. @PeopleAnnotion(say = "White")
9. **public** **void** say() {
10. System.out.println("I am White");
11. }
13. }

**[java]** [view plain](http://blog.csdn.net/u013871439/article/details/70231288) [copy](http://blog.csdn.net/u013871439/article/details/70231288)

1. **package** entity;
3. **import** annotation.PeopleAnnotion;
5. **public** **class** YellowPeople **extends** IPeople{
7. @Override
8. @PeopleAnnotion(say="Yellow")
9. **public** **void** say() {
10. System.out.println("I am Yellow");
11. }
13. }

**[java]** [view plain](http://blog.csdn.net/u013871439/article/details/70231288) [copy](http://blog.csdn.net/u013871439/article/details/70231288)

1. **package** entity;
3. **import** annotation.PeopleAnnotion;
5. **public** **class** BlackPeople **extends** IPeople{
7. @Override
8. @PeopleAnnotion(say="Black")
9. **public** **void** say() {
10. System.out.println("I am Black");
11. }
13. }

3、获取包内所有类：ClassUtil

**[java]** [view plain](http://blog.csdn.net/u013871439/article/details/70231288) [copy](http://blog.csdn.net/u013871439/article/details/70231288)

1. **package** util;
3. **import** java.io.File;
4. **import** java.io.FileFilter;
5. **import** java.io.IOException;
6. **import** java.net.JarURLConnection;
7. **import** java.net.URL;
8. **import** java.net.URLDecoder;
9. **import** java.util.ArrayList;
10. **import** java.util.Enumeration;
11. **import** java.util.List;
12. **import** java.util.jar.JarEntry;
13. **import** java.util.jar.JarFile;
15. **public** **class** ClassUtil {
17. /\*\*
18. \* 通过包名获取包内所有类
19. \*
20. \* @param pkg
21. \* @return
22. \*/
23. **public** **static** List<Class<?>> getAllClassByPackageName(Package pkg) {
24. String packageName = pkg.getName();
25. // 获取当前包下以及子包下所以的类
26. List<Class<?>> returnClassList = getClasses(packageName);
27. **return** returnClassList;
28. }
30. /\*\*
31. \* 通过接口名取得某个接口下所有实现这个接口的类
32. \*/
33. **public** **static** List<Class<?>> getAllClassByInterface(Class<?> c) {
34. List<Class<?>> returnClassList = **null**;
36. **if** (c.isInterface()) {
37. // 获取当前的包名
38. String packageName = c.getPackage().getName();
39. // 获取当前包下以及子包下所以的类
40. List<Class<?>> allClass = getClasses(packageName);
41. **if** (allClass != **null**) {
42. returnClassList = **new** ArrayList<Class<?>>();
43. **for** (Class<?> cls : allClass) {
44. // 判断是否是同一个接口
45. **if** (c.isAssignableFrom(cls)) {
46. // 本身不加入进去
47. **if** (!c.equals(cls)) {
48. returnClassList.add(cls);
49. }
50. }
51. }
52. }
53. }
55. **return** returnClassList;
56. }
58. /\*\*
59. \* 取得某一类所在包的所有类名 不含迭代
60. \*/
61. **public** **static** String[] getPackageAllClassName(String classLocation, String packageName) {
62. // 将packageName分解
63. String[] packagePathSplit = packageName.split("[.]");
64. String realClassLocation = classLocation;
65. **int** packageLength = packagePathSplit.length;
66. **for** (**int** i = 0; i < packageLength; i++) {
67. realClassLocation = realClassLocation + File.separator + packagePathSplit[i];
68. }
69. File packeageDir = **new** File(realClassLocation);
70. **if** (packeageDir.isDirectory()) {
71. String[] allClassName = packeageDir.list();
72. **return** allClassName;
73. }
74. **return** **null**;
75. }
77. /\*\*
78. \* 从包package中获取所有的Class
79. \*
80. \* @param pack
81. \* @return
82. \*/
83. **private** **static** List<Class<?>> getClasses(String packageName) {
85. // 第一个class类的集合
86. List<Class<?>> classes = **new** ArrayList<Class<?>>();
87. // 是否循环迭代
88. **boolean** recursive = **true**;
89. // 获取包的名字 并进行替换
90. String packageDirName = packageName.replace('.', '/');
91. // 定义一个枚举的集合 并进行循环来处理这个目录下的things
92. Enumeration<URL> dirs;
93. **try** {
94. dirs = Thread.currentThread().getContextClassLoader().getResources(packageDirName);
95. // 循环迭代下去
96. **while** (dirs.hasMoreElements()) {
97. // 获取下一个元素
98. URL url = dirs.nextElement();
99. // 得到协议的名称
100. String protocol = url.getProtocol();
101. // 如果是以文件的形式保存在服务器上
102. **if** ("file".equals(protocol)) {
103. // 获取包的物理路径
104. String filePath = URLDecoder.decode(url.getFile(), "UTF-8");
105. // 以文件的方式扫描整个包下的文件 并添加到集合中
106. findAndAddClassesInPackageByFile(packageName, filePath, recursive, classes);
107. } **else** **if** ("jar".equals(protocol)) {
108. // 如果是jar包文件
109. // 定义一个JarFile
110. JarFile jar;
111. **try** {
112. // 获取jar
113. jar = ((JarURLConnection) url.openConnection()).getJarFile();
114. // 从此jar包 得到一个枚举类
115. Enumeration<JarEntry> entries = jar.entries();
116. // 同样的进行循环迭代
117. **while** (entries.hasMoreElements()) {
118. // 获取jar里的一个实体 可以是目录 和一些jar包里的其他文件 如META-INF等文件
119. JarEntry entry = entries.nextElement();
120. String name = entry.getName();
121. // 如果是以/开头的
122. **if** (name.charAt(0) == '/') {
123. // 获取后面的字符串
124. name = name.substring(1);
125. }
126. // 如果前半部分和定义的包名相同
127. **if** (name.startsWith(packageDirName)) {
128. **int** idx = name.lastIndexOf('/');
129. // 如果以"/"结尾 是一个包
130. **if** (idx != -1) {
131. // 获取包名 把"/"替换成"."
132. packageName = name.substring(0, idx).replace('/', '.');
133. }
134. // 如果可以迭代下去 并且是一个包
135. **if** ((idx != -1) || recursive) {
136. // 如果是一个.class文件 而且不是目录
137. **if** (name.endsWith(".class") && !entry.isDirectory()) {
138. // 去掉后面的".class" 获取真正的类名
139. String className = name.substring(packageName.length() + 1, name.length() - 6);
140. **try** {
141. // 添加到classes
142. classes.add(Class.forName(packageName + '.' + className));
143. } **catch** (ClassNotFoundException e) {
144. e.printStackTrace();
145. }
146. }
147. }
148. }
149. }
150. } **catch** (IOException e) {
151. e.printStackTrace();
152. }
153. }
154. }
155. } **catch** (IOException e) {
156. e.printStackTrace();
157. }
159. **return** classes;
160. }
162. /\*\*
163. \* 以文件的形式来获取包下的所有Class
164. \*
165. \* @param packageName
166. \* @param packagePath
167. \* @param recursive
168. \* @param classes
169. \*/
170. **private** **static** **void** findAndAddClassesInPackageByFile(String packageName, String packagePath, **final** **boolean** recursive, List<Class<?>> classes) {
171. // 获取此包的目录 建立一个File
172. File dir = **new** File(packagePath);
173. // 如果不存在或者 也不是目录就直接返回
174. **if** (!dir.exists() || !dir.isDirectory()) {
175. **return**;
176. }
177. // 如果存在 就获取包下的所有文件 包括目录
178. File[] dirfiles = dir.listFiles(**new** FileFilter() {
179. // 自定义过滤规则 如果可以循环(包含子目录) 或则是以.class结尾的文件(编译好的java类文件)
180. **public** **boolean** accept(File file) {
181. **return** (recursive && file.isDirectory()) || (file.getName().endsWith(".class"));
182. }
183. });
184. // 循环所有文件
185. **for** (File file : dirfiles) {
186. // 如果是目录 则继续扫描
187. **if** (file.isDirectory()) {
188. findAndAddClassesInPackageByFile(packageName + "." + file.getName(), file.getAbsolutePath(), recursive, classes);
189. } **else** {
190. // 如果是java类文件 去掉后面的.class 只留下类名
191. String className = file.getName().substring(0, file.getName().length() - 6);
192. **try** {
193. // 添加到集合中去
194. classes.add(Class.forName(packageName + '.' + className));
195. } **catch** (ClassNotFoundException e) {
196. e.printStackTrace();
197. }
198. }
199. }
200. }
201. }

4、获取特定包内注解方法的注解值：AnnotationUtil

**[java]** [view plain](http://blog.csdn.net/u013871439/article/details/70231288) [copy](http://blog.csdn.net/u013871439/article/details/70231288)

1. **package** util;
3. **import** java.lang.reflect.Method;
4. **import** java.util.List;
6. **import** annotation.PeopleAnnotion;
8. **public** **class** AnnotationUtil {
10. **public** **static** **void** validAnnotation(List<Class<?>> clsList){
11. **if** (clsList != **null** && clsList.size() > 0) {
12. **for** (Class<?> cls : clsList) {
13. //获取类中的所有的方法
14. Method[] methods = cls.getDeclaredMethods();
15. **if** (methods != **null** && methods.length > 0) {
16. **for** (Method method : methods) {
17. PeopleAnnotion peopleAnnotion = (PeopleAnnotion) method.getAnnotation(PeopleAnnotion.**class**);
18. **if** (peopleAnnotion != **null**) {
19. //可以做权限验证
20. System.out.println(peopleAnnotion.say());
21. }
22. }
23. }
24. }
25. }
26. }
28. }

 5、测试类：Test

**[java]** [view plain](http://blog.csdn.net/u013871439/article/details/70231288) [copy](http://blog.csdn.net/u013871439/article/details/70231288)

1. **package** main;
3. **import** java.util.List;
5. **import** javax.crypto.KeyGenerator;
6. **import** javax.crypto.Mac;
7. **import** javax.crypto.SecretKey;
8. **import** javax.crypto.spec.SecretKeySpec;
10. **import** entity.BlackPeople;
11. **import** util.AnnotationUtil;
12. **import** util.ClassUtil;
14. **public** **class** Test {
15. **public** **static** **void** main(String[] args) **throws** InstantiationException, IllegalAccessException {
16. // 获取特定包下所有的类(包括接口和类)
17. List<Class<?>> clsList = ClassUtil.getAllClassByPackageName(BlackPeople.**class**.getPackage());
18. //输出所有使用了特定注解的类的注解值
19. AnnotationUtil.validAnnotation(clsList);
20. }
22. }
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